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DEFINICIONES

Firebase

Es una plataforma digital desarrollada por Google, su principal función es facilitar la creación de aplicaciones web o apps (móviles) de una manera rápida, con calidad y un mejor rendimiento. Se encuentra en la nube y se puede usar en diferentes plataformas como iOS, Android o web.

Bases de datos en tiempo real (RealTime database)

Realtime Database (bases de datos en tiempo real) es un servicio que permite almacenar y sincronizar datos con una base de datos NoSQL(no relacional) alojada en la nube. Los datos están sincronizados con los clientes en tiempo real y seguirá estando disponible cuando la app no esté conectada.

Se usa para plataformas iOS y Android, principalmente, en formato JSON utilizando SDK de JavaScript y están sincronizadas con los usuarios en tiempo real lo que permite actualizaciones en forma inmediata.

Sus características principales son:

* Base de datos con alojamiento en la nube, lo que libera al usuario de servidores y permite su uso desde cualquier lugar
* Sincronización en tiempo real (Ya que no utiliza peticiones tipo HTTP) Las actualizaciones se reflejan inmediatamente permitiendo una información más veraz.
* Permite apps multiplataforma iOS, Android y Web (JavaScript). Todos los clientes pueden compartir la misma base de datos y recibir actualizaciones de forma automática con los datos más nuevos independientemente de su plataforma. Además, disponemos de un API REST para acceder a la base de datos desde otras plataformas.
* Si se pierde la conexión a Internet la aplicación sigue funcionando, trabajando desde la memoria caché (la. Cuando se recupere la conexión, la información será actualizada.
* Escalabilidad. Solución especialmente indicada para bases de datos de gran tamaño (bigdata).
* Accesible desde dispositivos del cliente: Se puede acceder de forma directa a la base de datos desde un dispositivo móvil o desde el navegador web, no se necesita un servidor de apps. La seguridad y la validación de datos están disponibles a través de las Security Rules de Firebase Realtime Database, reglas basadas en expresiones que se ejecutan cuando se leen o se escriben los datos.

¿Cómo funciona?:

La Firebase Realtime Database permite crear apps ricas y colaborativas permitiendo un acceso seguro a la base de datos de forma directa desde el código del cliente. Los datos persisten de manera local, e incluso cuando no hay conexión, los eventos en tiempo real se siguen activando, brindándole al usuario final una experiencia receptiva. Cuando el dispositivo recupera la conexión, la Realtime Database sincroniza las modificaciones locales de datos con las actualizaciones remotas que ocurrieron mientras el cliente no tenía conexión, fusionando cualquier conflicto de forma automática.

La Realtime Database proporciona un lenguaje de reglas flexibles basadas en expresiones llamado Security Rules de Firebase Realtime Database , para definir el modo en que tus datos se deben estructurar y el momento en que se pueden someter a lectura y escritura. Cuando se integra con Firebase Authentication, los desarrolladores pueden definir quién accede a qué datos y cómo pueden acceder al mismo.

La Realtime Database es una base de datos NoSQL y como tal tiene diferentes optimizaciones y funcionalidad en comparación con una base de datos relacional. La API Realtime Database está diseñada para permitir operaciones que se pueden ejecutar de forma rápida. Esto te permite crear una gran experiencia en tiempo real que le puede servir a millones de usuarios sin comprometerse con la capacidad de respuesta. Debido a esto, es importante pensar en el modo en que los usuarios necesitan acceder a tus datos y luego estructurarlos de forma adecuada.

Bases de datos no relacionales (NoSQL)

Las bases de datos NoSQL (Not Only SQL) se diseñan para modelos de datos específicos y vienen a suplir a las bases de datos tradicionales (relacionales) en el manejo de grandes cantidades de información que se están manejando desde la llegada de la web 2.0.

Las bases de datos relacionales están diseñadas para aplicaciones de procesamiento de transacciones online (OLTP) altamente coherentes y transaccionales, y son buenas para el procesamiento analítico online (OLAP).

El modelo relacional normaliza los datos en tablas conformadas por filas y columnas. Un esquema define estrictamente las tablas, las filas, las columnas, los índices, las relaciones entre las tablas y otros elementos de las bases de datos. La base de datos impone la integridad referencial en las relaciones entre tablas.

Las bases de datos NoSQL proporcionan una variedad de modelos de datos, como clave-valor, documentos y gráficos, que están optimizados para el rendimiento y la escala.

¿Cómo funciona una base de datos NoSQL (no relacional)?

Las bases de datos NoSQL utilizan una variedad de modelos de datos para acceder y administrar datos. Estos tipos de bases de datos están optimizados específicamente para aplicaciones que requieren grandes volúmenes de datos, baja latencia y modelos de datos flexibles, lo que se logra mediante la flexibilización de algunas de las restricciones de coherencia de datos en otras bases de datos.

En una base de datos relacional, un registro de libros a menudo se enmascara (o "normaliza") y se almacena en tablas separadas, y las relaciones se definen mediante restricciones de claves primarias y externas. En este ejemplo, la tabla Libros tiene las columnas ISBN, Título del libro y Número de edición, la tabla Autores tiene las columnas IDAutor y Nombre de autor y, finalmente, la tabla Autor-ISBN tiene las columnas IDAutor e ISBN. El modelo relacional está diseñado para permitir que la base de datos aplique la integridad referencial entre tablas en la base de datos, normalizada para reducir la redundancia y, generalmente, está optimizada para el almacenamiento.

En una base de datos NoSQL, el registro de un libro generalmente se almacena como un documento JSON. Para cada libro, el elemento, ISBN, Título del libro, Número de edición, Nombre autor y IDAutor se almacenan como atributos en un solo documento. En este modelo, los datos están optimizados para un desarrollo intuitivo y escalabilidad horizontal.

¿Por qué debería usar una base de datos NoSQL?

* Las bases de datos NoSQL se adaptan perfectamente a muchas aplicaciones modernas, como dispositivos móviles, web y juegos, que requieren bases de datos flexibles, escalables, de alto rendimiento y altamente funcionales para proporcionar excelentes experiencias de usuario.
* Flexibilidad: las bases de datos NoSQL generalmente ofrecen esquemas flexibles que permiten un desarrollo más rápido y más iterativo. El modelo de datos flexible hace que las bases de datos NoSQL sean ideales para datos semiestructurados y no estructurados.
* Escalabilidad: las bases de datos NoSQL generalmente están diseñadas para escalar usando clústeres distribuidos de hardware en lugar de escalar añadiendo servidores caros y sólidos. Algunos proveedores de la nube manejan estas operaciones en segundo plano, como un servicio completamente administrado.
* Alto rendimiento: la base de datos NoSQL está optimizada para modelos de datos específicos y patrones de acceso que permiten un mayor rendimiento que el intento de lograr una funcionalidad similar con bases de datos relacionales.
* Altamente funcional: las bases de datos NoSQL proporcionan API altamente funcionales y tipos de datos que están diseñados específicamente para cada uno de sus respectivos modelos de datos.

JSON

JSON (JavaScript Object Notation, «notación de objeto de JavaScript») es un formato de texto sencillo para el intercambio de datos. Se trata de un subconjunto de la notación literal de objetos de JavaScript, Una de las ventajas de JSON sobre XML como formato de intercambio de datos es que resulta mucho más sencillo y es reconocido casi por cualquier navegador

JSON define seis tipos de valores: cadenas, números, booleanos, nulo, matrices y objetos y una de las características de JSON, y es independiente de cualquier lenguaje de programación (la fuente y el emisor pueden estar en lenguajes diferentes)

.Los modelos de programación más utilizados para tratar con JSON son:

Modelo de objeto. - El JSON completo es almacenado en memoria en un formato de árbol. Este árbol es navegado, analizado y modificado con las API apropiadas. Como lo carga todo en memoria y luego lo procesa este modelo consume muchos recursos. Sin embargo, es muy flexible para manipular el contenido. Este modelo es permitido por ejemplo en Java por la JSR 353 y por la biblioteca Jackson.

Modelo de flujo: Los datos son leídos o escritos en bloques. Por ejemplo, cada vez que se lee un bloque, el analizador genera eventos apropiados para indicar el tipo de bloque de que se trata. El cliente puede procesar el contenido escuchando los eventos apropiados. Además, es el cliente el que decide cómo se va leyendo el JSON permitiendo parar o saltar contenidos en mitad del proceso. El proceso de escritura tiene propiedades análogas.

Convirtiendo los objetos JSON en objetos del lenguaje. En Java esto es realizado por ejemplo por las bibliotecas Jackson y Gson.
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